# Aim

To implement Polygon Drawing and Flood Fill Algorithm using Python with NumPy as the pixel buffer.

# Code:

# import matplotlib.pyplot as plt

# import numpy as np

# from collections import deque

# W, H = 300, 300

# board = np.ones((H, W, 3), dtype=np.uint8) \* 255

# def connect\_points(points):

# for i in range(len(points)):

# x1, y1 = points[i]

# x2, y2 = points[(i + 1) % len(points)]

# line\_plot(x1, y1, x2, y2)

# def line\_plot(x1, y1, x2, y2):

# dx, dy = abs(x2 - x1), abs(y2 - y1)

# x, y = x1, y1

# stepx = 1 if x2 > x1 else -1

# stepy = 1 if y2 > y1 else -1

# if dx > dy:

# err = dx // 2

# while x != x2:

# board[y, x] = [0, 0, 0]

# err -= dy

# if err < 0:

# y += stepy

# err += dx

# x += stepx

# board[y, x] = [0, 0, 0]

# else:

# err = dy // 2

# while y != y2:

# board[y, x] = [0, 0, 0]

# err -= dx

# if err < 0:

# x += stepx

# err += dy

# y += stepy

# board[y, x] = [0, 0, 0]

# def fill\_area(sx, sy, target, new):

# tgt = np.array(target, dtype=np.uint8)

# if sx < 0 or sx >= W or sy < 0 or sy >= H:

# return

# if not np.array\_equal(board[sy, sx], tgt):

# return

# q = deque([(sx, sy)])

# while q:

# cx, cy = q.popleft()

# if cx < 0 or cx >= W or cy < 0 or cy >= H:

# continue

# if np.array\_equal(board[cy, cx], tgt):

# board[cy, cx] = new

# q.append((cx + 1, cy))

# q.append((cx - 1, cy))

# q.append((cx, cy + 1))

# q.append((cx, cy - 1))

# shape = [(60, 60), (240, 60), (190, 210), (110, 240), (60, 160)]

# connect\_points(shape)

# fill\_area(150, 120, [255, 255, 255], [0, 128, 255])

# plt.imshow(board)

# plt.axis('off')

# plt.show()

# Output

**![](data:image/png;base64,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)**

**Conclusion**

This experiment demonstrates how basic raster graphics algorithms can be implemented at the pixel level using NumPy arrays. We successfully implemented polygon drawing and flood fill to render and color shapes, simulating low-level computer graphics.